AI-ASSISTED CODING

ASSIGNMENT-11.1

Data Structures with AI: Implementing Fundamental Structures

NAME: BANDLA SAI NANDAN REDDY

HALL-TICKET: 2403A510C5

BATCH NO: 05

**TASK-1**:

Use AI to generate a Stack class with push, pop, peek, and is\_empty  
methods.  
Sample Input Code:  
class Stack:  
 pass

**Prompt:**

Generate a Stack class with push, pop, peek, and is\_empty methods.  
Sample Input Code:  
class Stack:  
 pass

**CODE GENERATED:**

class Stack:

    """

    A simple implementation of a stack (LIFO: Last In, First Out).

    """

    def \_\_init\_\_(self):

        """Initialize an empty stack."""

        self.items = []

    def push(self, item):

        """Add an item to the top of the stack."""

        self.items.append(item)

    def pop(self):

        """

        Remove and return the top item of the stack.

        Raises IndexError if the stack is empty.

        """

        if self.is\_empty():

            raise IndexError("Pop from empty stack")

        return self.items.pop()

    def peek(self):

        """

        Return the top item without removing it.

        Raises IndexError if the stack is empty.

        """

        if self.is\_empty():

            raise IndexError("Peek from empty stack")

        return self.items[-1]

    def is\_empty(self):

        """Check if the stack is empty."""

        return len(self.items) == 0

# ---------- Test Code ----------

if \_\_name\_\_ == "\_\_main\_\_":

    s = Stack()

    print("Is stack empty?", s.is\_empty())

    s.push(10)

    s.push(20)

    s.push(30)

    print("Top element:", s.peek())   # Should print 30

    print("Popped element:", s.pop()) # Removes 30

    print("Top element after pop:", s.peek())  # Should print 20

    print("Is stack empty?", s.is\_empty())

**OUTPUT:**

**![A screenshot of a computer

AI-generated content may be incorrect.](data:image/png;base64,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)**

**OBSERVATION :**

1. **Start:** stack is empty → []
2. **push(10):** → [10]
3. **push(20):** → [10, 20]
4. **push(30):** → [10, 20, 30]
5. **peek():** shows 30 (top element), stack still [10, 20, 30]
6. **pop():** removes 30, stack becomes [10, 20]
7. **peek():** shows 20
8. **is\_empty():** returns False (because [10, 20] is not empty).

TASK -2: Use AI to implement a Queue using Python lists.  
Sample Input Code:  
class Queue:  
pass

PROMPT:

Generate and implement a Queue using Python lists.

CODE GENERATED:

class Queue:

    """

    A simple implementation of a queue (FIFO: First In, First Out).

    """

    def \_\_init\_\_(self):

        """Initialize an empty queue."""

        self.items = []

    def enqueue(self, item):

        """

        Add an item to the end of the queue.

        Args:

            item: The element to be added.

        """

        self.items.append(item)

    def dequeue(self):

        """

        Remove and return the front item from the queue.

        Returns:

            The first inserted element.

        Raises:

            IndexError: If the queue is empty.

        """

        if self.is\_empty():

            raise IndexError("Dequeue from empty queue")

        return self.items.pop(0)

    def peek(self):

        """

        Return the front item without removing it.

        Returns:

            The first inserted element.

        Raises:

            IndexError: If the queue is empty.

        """

        if self.is\_empty():

            raise IndexError("Peek from empty queue")

        return self.items[0]

    def is\_empty(self):

        """

        Check if the queue is empty.

        Returns:

            True if empty, False otherwise.

        """

        return len(self.items) == 0

# ---------- Test Code ----------

if \_\_name\_\_ == "\_\_main\_\_":

    q = Queue()

    print("Is queue empty?", q.is\_empty())

    q.enqueue(10)

    q.enqueue(20)

    q.enqueue(30)

    print("Front element:", q.peek())   # Should print 10

    print("Dequeued element:", q.dequeue())  # Removes 10

    print("Front element after dequeue:", q.peek())  # Should print 20

    print("Is queue empty?", q.is\_empty())

OUTPUT:  
![A black screen with white text

AI-generated content may be incorrect.](data:image/png;base64,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)

OBSERVATION:

1. Start: [] (empty queue)

2. enqueue(10): [10]

3. enqueue(20): [10, 20]

4. enqueue(30): [10, 20, 30]

5. peek(): front = 10, queue stays [10, 20, 30]

6. dequeue(): removes 10, queue becomes [20, 30]

7. peek(): front = 20

8. is\_empty(): → False

TASK – 3: Use AI to generate a Singly Linked List with insert and display methods.  
Sample Input Code:  
class Node:  
pass  
class LinkedList:  
pass

PROMPT:

Generate a Singly Linked List with insert and display methods.

CODE GENERATED:

class Node:

    """

    A node in a singly linked list.

    """

    def \_\_init\_\_(self, data):

        """

        Initialize a node with data and no next reference.

        """

        self.data = data

        self.next = None

class SinglyLinkedList:

    """

    A simple singly linked list with insert and display methods.

    """

    def \_\_init\_\_(self):

        """Initialize an empty list."""

        self.head = None

    def insert(self, data):

        """

        Insert a new node at the end of the list.

        Args:

            data: The data value to store in the new node.

        """

        new\_node = Node(data)

        if self.head is None:  # If list is empty

            self.head = new\_node

        else:

            current = self.head

            while current.next:  # Traverse to the end

                current = current.next

            current.next = new\_node

    def display(self):

        """

        Display all nodes in the list as a Python list.

        """

        elements = []

        current = self.head

        while current:

            elements.append(current.data)

            current = current.next

        print("Linked List:", elements)

# ---------- Test Code ----------

if \_\_name\_\_ == "\_\_main\_\_":

    ll = SinglyLinkedList()

    ll.insert(10)

    ll.insert(20)

    ll.insert(30)

    ll.display()  # Expected: Linked List: [10, 20, 30]

OUTPUT:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOwAAAAXCAYAAAAIhqPOAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAVASURBVHhe7ZsvbONIFMa/HtglJiFRQZFJSkrO2KiFI/lIpaBjlk6qLjpmtpGPmZ0sLTJb5FORpYEtOWMfKdkQo6KQSiujXel6YMbOeGwnceM4Tjo/qWTGir/5896898Y9Oz8/f4XiJHn99W98/3mJj3/8LnedODZ+/PUL/vuW4OOnT6vmyz/x/TcDr3L7EXGmDPZ0eb8Gi5XRSq1n/3r48OUfqfXQ1Gut8C1RBqtQHBM/yQ0KhWK4KINVKI4IZbAKxRGhDFahOCL2V3QyXYSOAQ0pIjJDIPdvwvZBrTESb4p5LHfuCNe2jAhmrYVtwa5j7x0bPrWgCy3pvuZGsRbTDeEY2qohS+BN58hNQJ2wg8WGTylC15Q79kaWeCCEgBBlrIcink+LNYhSube1wbJNRH1b7qgSzzElBOQoTphteM9j55guQkpBaYh6P8LnqPhrem53TDcU3kNBQxfVV/Wkx/bLWvaop6XBKt4nJtyQgt4Bj0kmdzJMFyG1oKeRcEJoMJz2m3ITphvCmSzg8fcQEiHVDDiikfSoB8GseMe+9XRvsIUXbvY0phvy9rLH2RT+rbyqj9U5xzfTWq8leTbHgJAldMcWY2c0e9rVGFlOqRmO8FzdHPHfanzX7ti+g8nCA5nO8VXu5Ni3BrQsgSfE0sHMQ5JpMG63iEpaEM+nIEJeBwS4TzJAm+CGT0Kfeqrkeka45C1d6eneYItwsD4GL9AMOPQaLx73SlEKzXDQFHHmyTjLs/JQ04ZPHRjLldfyEpS9FvdsYyE/I16ChnNiN7YaOy/wCJ6WkEeM7pjBrXKYCKmUVxJCMJUrcPYVKxYJm7VrglnNe0vYuNKBbPEgGBEA+xaGBkC/EhxsH5yunu4NtgVpJFSAgyekAMYXNbvO9gtjFTeO6V5DR4pI8Frx/HPJa+We7fPaDdcj5gXGANInMbsNMCudGC3g84ZsgYc3/UAH8DEtn8W1CUEtIIpSAGPULWuXXI40AEs8xwPQY7q4MzRkyT07WDrUc0CDTVHas03c+KCWXjFWwMTNRAPSJ6mwE+N5CWB80ezZDkn8jCUA3aKN0UQ7AswIkULEQ8JSFGf02F/RzfZh6ajZC+hPj5gOOQa0NGqISnbTc0CD3QYNhsFuB0XvxLjESAOgW6Ucj1LKFm+wBJgRD0nGjFbOYY8blqJMFh5IX/dCNnPokPJD3tmfHiEdIoQgglWzrrvrGbjBZkg8lg9WT6SveMkAlHJB4W86Fx8eGDHmUzGfbl8tHBRF1GABUTnfNS/Gq1C1a0wXITtaEYkRxqH0CASzCCk0TG7MTvUM3GAZrJoG6Ja4qVehb/M+Z0atjfJaHcO+3VOV+C3Ec0y50ZZl1muvsv8q8WYCPLEKGe5LB0dD2lKEj2K1vyVrvyY7gJ61tNSzhqMwWHYiMY9lOKtJDe4TZJoBpzEZjPGwyAD9unRtYo2z/VSJt8H2K1cz5s0EGjK8lO5MuEMStNfSQ5V4G/K1uBPE2r4DQysXBQEAlyPuMHVcrx1cA2uNldGrngom3NCCjhSP/DRtpWcNLb8l5lcScjN4aDoLqt9CCuSFI/bMUpps9tvjvLhU9y1xsVCZ0F6vSfwW1vaFvDaNQGaAT1l4sv1c1b8HaDd2cKdRfq5p45lwQ4eV/jnV4hvXJX1z2g5p7iWqegXE9xbrk7N5XNXxbKa0njIH0FM3P7W/s7Uehu1TWOPyurY0WMVpst5g90G+yYfyTwZD04MGgz2SkFhxUvB7SqTRMIxjaHrWoAxW0SP8M1LHAJK3X210x9D0bOZ/Ones3XKN9noAAAAASUVORK5CYII=)

OBSERVATION:

A singly linked list is a linear data structure where each node points to the next, so after inserting 10, 20, 30 → [10 → 20 → 30].

1. Start: [] (empty)

2. Insert(10): [10]

3. insert(20): [10 → 20]

4. Insert(30): [10 → 20 → 30]

TASK -4:

Use AI to create a BST with insert and in-order traversal methods.  
Sample Input Code:  
class BST:  
pass

PROMPT:

create a BST with insert and in-order traversal methods in python.

CODE GENERATED:

class Node:

    """

    A node in the Binary Search Tree.

    """

    def \_\_init\_\_(self, data):

        self.data = data

        self.left = None

        self.right = None

class BST:

    """

    A simple Binary Search Tree with insert and in-order traversal.

    """

    def \_\_init\_\_(self):

        self.root = None

    def insert(self, data):

        """

        Insert data into the BST.

        """

        if self.root is None:

            self.root = Node(data)

        else:

            self.\_insert\_recursive(self.root, data)

    def \_insert\_recursive(self, current, data):

        if data < current.data:

            if current.left is None:

                current.left = Node(data)

            else:

                self.\_insert\_recursive(current.left, data)

        elif data > current.data:

            if current.right is None:

                current.right = Node(data)

            else:

                self.\_insert\_recursive(current.right, data)

        # If equal, do nothing (ignoring duplicates)

    def inorder(self):

        """

        Perform in-order traversal and return elements as a list.

        """

        result = []

        self.\_inorder\_recursive(self.root, result)

        return result

    def \_inorder\_recursive(self, node, result):

        if node:

            self.\_inorder\_recursive(node.left, result)

            result.append(node.data)

            self.\_inorder\_recursive(node.right, result)

# ---------- Test Code ----------

if \_\_name\_\_ == "\_\_main\_\_":

    bst = BST()

    bst.insert(50)

    bst.insert(30)

    bst.insert(70)

    bst.insert(20)

    bst.insert(40)

    bst.insert(60)

    bst.insert(80)

    print("In-order Traversal:", bst.inorder())

OUTPUT:  
![](data:image/png;base64,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)

OBSERVATION:

In a Binary Search Tree (BST), left child < root < right child, and an in-order traversal always gives sorted data.

Observation (insert 50, 30, 70, 20, 40, 60, 80):  
In-order traversal → [20, 30, 40, 50, 60, 70, 80].

TASK -5:

Use AI to implement a hash table with basic insert, search, and delete methods.  
Sample Input Code:  
class HashTable:  
pass

PROMPT:

Generate and implement a hash table with basic insert, search, and delete methods.

CODE GENERATED:

class HashTable:

    """

    A simple hash table implementation with insert, search, and delete methods.

    Uses separate chaining for collision handling.

    """

    def \_\_init\_\_(self, size=10):

        """Initialize the hash table with empty buckets."""

        self.size = size

        self.table = [[] for \_ in range(size)]

    def \_hash(self, key):

        """Compute the hash index for a given key."""

        return hash(key) % self.size

    def insert(self, key, value):

        """

        Insert a key-value pair into the hash table.

        If key already exists, update its value.

        """

        index = self.\_hash(key)

        for i, (k, v) in enumerate(self.table[index]):

            if k == key:  # Update existing

                self.table[index][i] = (key, value)

                return

        self.table[index].append((key, value))  # Add new

    def search(self, key):

        """

        Search for a key and return its value.

        Returns None if key not found.

        """

        index = self.\_hash(key)

        for k, v in self.table[index]:

            if k == key:

                return v

        return None

    def delete(self, key):

        """

        Delete a key-value pair by key.

        Returns True if deleted, False if not found.

        """

        index = self.\_hash(key)

        for i, (k, v) in enumerate(self.table[index]):

            if k == key:

                del self.table[index][i]

                return True

        return False

    def display(self):

        """Display the contents of the hash table."""

        for i, bucket in enumerate(self.table):

            print(f"Bucket {i}: {bucket}")

# ---------- Test Code ----------

if \_\_name\_\_ == "\_\_main\_\_":

    ht = HashTable()

    ht.insert("apple", 100)

    ht.insert("banana", 200)

    ht.insert("grape", 300)

    print("Search apple:", ht.search("apple"))   # 100

    print("Search banana:", ht.search("banana")) # 200

    ht.delete("apple")

    print("Search apple after delete:", ht.search("apple")) # None

    ht.display()

OUTPUT:  
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OBSERVATION:

A hash table maps keys to indexes using a hash function, giving fast insert, search, delete operations.

1. Start → all buckets empty [].

2. Insert "apple" → 100 → goes to some bucket → [('apple', 100)].

3. Insert "banana" → 200 → another bucket → [('banana', 200)].

4. Insert "grape" → 300 → [('grape', 300)].

5. Search "banana" → found → 200.

6. Delete "apple" → removed from its bucket → "apple" not found anymore.

TASK -6:

Use AI to implement a graph using an adjacency list.  
Sample Input Code:  
class Graph:  
pass

PROMPT:

Generate and implement a graph using an adjacency list in python.

CODE GENERATED:

class Graph:

    """

    A simple graph implementation using an adjacency list.

    """

    def \_\_init\_\_(self):

        """Initialize an empty adjacency list."""

        self.adj\_list = {}

    def add\_vertex(self, vertex):

        """

        Add a vertex to the graph.

        """

        if vertex not in self.adj\_list:

            self.adj\_list[vertex] = []

    def add\_edge(self, v1, v2):

        """

        Add an edge between two vertices (undirected graph).

        """

        if v1 not in self.adj\_list:

            self.add\_vertex(v1)

        if v2 not in self.adj\_list:

            self.add\_vertex(v2)

        self.adj\_list[v1].append(v2)

        self.adj\_list[v2].append(v1)  # Comment this line for directed graph

    def display(self):

        """

        Display the adjacency list of the graph.

        """

        for vertex, neighbors in self.adj\_list.items():

            print(f"{vertex} -> {neighbors}")

# ---------- Test Code ----------

if \_\_name\_\_ == "\_\_main\_\_":

    g = Graph()

    g.add\_edge("A", "B")

    g.add\_edge("A", "C")

    g.add\_edge("B", "D")

    g.add\_edge("C", "D")

    g.display()

OUTPUT:  
![A group of white text on a black background

AI-generated content may be incorrect.](data:image/png;base64,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)

OBSERVATION:

A graph using an adjacency list stores each vertex with a list of its connected neighbors.

1. Start → Graph empty {}

2. Add edge A–B → A -> [B], B -> [A]

3. Add edge A–C → A -> [B, C], C -> [A]

4. Add edge B–D → B -> [A, D], D -> [B]

5. Add edge C–D → C -> [A, D], D -> [B, C]

TASK -7:

Use AI to implement a priority queue using Python’s heapq module.  
Sample Input Code:  
class PriorityQueue:  
pass

PROMPT:

Generate and implement a priority queue using Python’s heapq module.

CODE GENERATED:

import heapq

class PriorityQueue:

    def \_\_init\_\_(self):

        self.queue = []

    def push(self, item, priority):

        # heapq uses min-heap, so priority is first

        heapq.heappush(self.queue, (priority, item))

    def pop(self):

        if self.queue:

            return heapq.heappop(self.queue)[1]

        return None

    def peek(self):

        if self.queue:

            return self.queue[0][1]

        return None

    def is\_empty(self):

        return len(self.queue) == 0

# Example usage

pq = PriorityQueue()

pq.push("eat", 2)

pq.push("sleep", 3)

pq.push("code", 1)

print("Peek:", pq.peek())      # → "code"

print("Pop:", pq.pop())        # → "code"

print("Pop:", pq.pop())        # → "eat"

print("Is Empty?", pq.is\_empty())

OUTPUT:  
![A black background with white text

AI-generated content may be incorrect.](data:image/png;base64,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)

OBSERVATION:

A priority queue retrieves elements based on priority, not insertion order.

1. Start → empty queue []
2. Push "eat", 2 → queue: [("eat", 2)]
3. Push "sleep", 3 → queue: [("eat", 2), ("sleep", 3)]
4. Push "code", 1 → queue: [("code", 1), ("sleep", 3), ("eat", 2)] (heap automatically orders by priority)
5. Peek → "code" (highest priority, smallest number)
6. Pop → "code", queue now [("eat", 2), ("sleep", 3)]
7. Pop → "eat", queue now [("sleep", 3)]

TASK -8:

Use AI to implement a double-ended queue using collections.deque.  
Sample Input Code:  
class DequeDS:  
pass

PROMPT:

Generate and implement a double-ended queue using collections.deque.

CODE GENERATED:

from collections import deque

class DoubleEndedQueue:

    """

    A simple double-ended queue (deque) implementation using collections.deque

    """

    def \_\_init\_\_(self):

        self.dq = deque()

    def add\_front(self, item):

        """Add an item to the front of the deque."""

        self.dq.appendleft(item)

    def add\_rear(self, item):

        """Add an item to the rear of the deque."""

        self.dq.append(item)

    def remove\_front(self):

        """Remove and return the front item."""

        if self.is\_empty():

            return None

        return self.dq.popleft()

    def remove\_rear(self):

        """Remove and return the rear item."""

        if self.is\_empty():

            return None

        return self.dq.pop()

    def peek\_front(self):

        """Return the front item without removing it."""

        if self.is\_empty():

            return None

        return self.dq[0]

    def peek\_rear(self):

        """Return the rear item without removing it."""

        if self.is\_empty():

            return None

        return self.dq[-1]

    def is\_empty(self):

        """Check if deque is empty."""

        return len(self.dq) == 0

    def display(self):

        """Display all items in the deque."""

        print("Deque:", list(self.dq))

# ---------- Test Code ----------

if \_\_name\_\_ == "\_\_main\_\_":

    deq = DoubleEndedQueue()

    deq.add\_rear(10)

    deq.add\_rear(20)

    deq.add\_front(5)

    deq.display()  # Deque: [5, 10, 20]

    print("Front item:", deq.peek\_front())  # 5

    print("Rear item:", deq.peek\_rear())    # 20

    deq.remove\_front()

    deq.display()  # Deque: [10, 20]

    deq.remove\_rear()

    deq.display()  # Deque: [10]

OUTPUT:  
![A black screen with white text

AI-generated content may be incorrect.](data:image/png;base64,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)

OBSERVATION:

A deque allows insertion and deletion from both ends efficiently.

1. Start → empty deque []

2. add\_rear(10) → [10]

3. add\_rear(20) → [10, 20]

4. add\_front(5) → [5, 10, 20]

5. peek\_front → 5, peek\_rear → 20

6. remove\_front → [10, 20]

7. remove\_rear → [10]

TASK -9:

Use AI to generate a comparison table of different data structures (stack,  
queue, linked list, etc.) including time complexities.  
Sample Input Code:  
# No code, prompt AI for a data structure comparison table

PROMPT:

Compare Stack, Queue, Linked List, BST, Hash Table, Heap, and Graph with their time complexities.

CODE GENERATED:

# Define table data

headers = ["Data Structure", "Access", "Search", "Insertion", "Deletion", "Notes"]

rows = [

    ["Stack", "O(n)", "O(n)", "O(1)", "O(1)", "LIFO structure"],

    ["Queue", "O(n)", "O(n)", "O(1)", "O(1)", "FIFO structure"],

    ["Singly Linked List", "O(n)", "O(n)", "O(1)\*", "O(1)\*", "Single pointer"],

    ["Doubly Linked List", "O(n)", "O(n)", "O(1)\*", "O(1)\*", "Two pointers per node"],

    ["Binary Search Tree", "O(log n) avg", "O(log n) avg", "O(log n) avg", "O(log n) avg", "Unbalanced may degrade to O(n)"],

    ["Hash Table", "O(1) avg", "O(1) avg", "O(1) avg", "O(1) avg", "Handles collisions"],

    ["Heap (Min/Max)", "O(n)", "O(n)", "O(log n)", "O(log n)", "Priority queue"],

    ["Graph (Adjacency List)", "O(V+E)", "O(V+E)", "O(1)", "O(V)", "Efficient for sparse graphs"]

]

# Function to print markdown table

def print\_markdown\_table(headers, rows):

    # Header

    print("| " + " | ".join(headers) + " |")

    print("|" + "|".join(["-" \* len(h) for h in headers]) + "|")

    # Rows

    for row in rows:

        print("| " + " | ".join(row) + " |")

# Print table

print\_markdown\_table(headers, rows)

OUTPUT:  
![A screen shot of a computer program
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OBSERVATION:

Different data structures have different strengths; their time complexities vary by operation.

1. Stack / Queue → fast insertion/deletion at one end (O(1)), slower access/search (O(n))

2. Linked Lists → fast insertion/deletion at head/tail (O(1)), slower access/search (O(n))

3. BST → average O(log n) for search/insert/delete; can degrade to O(n) if unbalanced

4. Hash Table → very fast average O(1) for search/insert/delete, handles collisions

5. Heap → good for priority operations (O(log n) insert/delete), slower search (O(n))

6. Graph (Adjacency List) → access/search depend on vertices and edges (O(V+E))

TASK -10:

Real-Time Application Challenge – Choose the  
Right Data Structure  
Scenario:

Your college wants to develop a Campus Resource Management System that  
handles:  
1. Student Attendance Tracking – Daily log of students entering/exiting  
the campus.  
2. Event Registration System – Manage participants in events with quick  
search and removal.  
3. Library Book Borrowing – Keep track of available books and their due  
dates.  
4. Bus Scheduling System – Maintain bus routes and stop connections.  
5. Cafeteria Order Queue – Serve students in the order they arrive.  
Student Task:  
• For each feature, select the most appropriate data structure from the list  
below:  
o Stack  
o Queue  
o Priority Queue  
o Linked List  
o Binary Search Tree (BST)  
o Graph  
o Hash Table  
o Deque  
• Justify your choice in 2–3 sentences per feature.  
• Implement one selected feature as a working Python program with AI-  
assisted code generation.  
Expected Output:  
• A table mapping feature → chosen data structure → justification.  
• A functional Python program implementing the chosen feature with  
comments and docstrings.  
 Deliverables (For All Tasks)  
1. AI-generated prompts for code and test case generation.  
2. At least 3 assert test cases for each task.  
3. AI-generated initial code and execution screenshots.  
4. Analysis of whether code passes all tests.  
5. Improved final version with inline comments and explanation.  
6. Compiled report (Word/PDF) with prompts, test cases, assertions, code,  
and output.

PROMPT:

Implement a cafeteria order system using a Queue.

The system should allow:

1. Adding a new student order.

2. Serving the next student in line.

3. Displaying all pending orders.

Include comments, docstrings, and 3 assert test cases.

CODE GENERATED:

from collections import deque

class CafeteriaQueue:

    """

    A simple cafeteria order system using a Queue (FIFO).

    """

    def \_\_init\_\_(self):

        """Initialize an empty order queue."""

        self.queue = deque()

    def add\_order(self, student\_name):

        """Add a new student order to the queue."""

        self.queue.append(student\_name)

    def serve\_order(self):

        """Serve the next student in line and return their name."""

        if self.queue:

            return self.queue.popleft()

        return None

    def pending\_orders(self):

        """Return a list of all pending orders."""

        return list(self.queue)

# ---------- Test Cases ----------

cafeteria = CafeteriaQueue()

# Adding orders

cafeteria.add\_order("Alice")

cafeteria.add\_order("Bob")

cafeteria.add\_order("Charlie")

# Assert pending orders

assert cafeteria.pending\_orders() == ["Alice", "Bob", "Charlie"]

# Serving orders

assert cafeteria.serve\_order() == "Alice"

assert cafeteria.serve\_order() == "Bob"

# Pending orders after serving

assert cafeteria.pending\_orders() == ["Charlie"]

# Serve remaining order

assert cafeteria.serve\_order() == "Charlie"

assert cafeteria.serve\_order() is None  # Queue is empty

print("All tests passed!")

OUTPUT:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKQAAAAWCAYAAABOtzc/AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAPYSURBVGhD7Zqvb+NKEIC/O2xSEhUUmeRIkLFRC1cKqpR/wOik0MDIMDRSkf8BS0GWDHPI2CjkQoyKQkrM3wGv4/WPJLu5viZPbz8pwNnR7Hh2PDOe5Nvj4+M/WCx3wvfuFxbLLflmlCH9kHjh4dTXZc5qtiQzlbH895HnfEgE80hdCFinU9wrz90sQ2ZLZkIghCApuosSHRltAtZpShz63YV/ga/c63/A4d04GBkMyGBNmqakaYw9G8tX0wvIYOJCkZOXDuMXG5EWU37zUXa/06fTQ1b1n0SweYpZjPcn+4BgnTIdne8TdGSG8MOYhXfsQnuU+YrZstboE8YLGvGSfDXjuAxNX3O8bmTM9jqtRxc/rP36zquiq73PQC8+uJeOPToy1/iwouj1kFLXIUG0F7RoZ8hggkvBLoJsu6d0xtwiSWbLGUIIhEgo5GFV19WnHSDy5uXaKgdvobYb0pFFIyPELx5+hvjGe53WY4TjsZAPvhACkRQ43oJ1UAsErH/Cm2JHUjhG92Umc8GHfkicThmpvlnl/EUiPEkrIKtyvSMCyLbs77xs++EzLgWJ8iRmyzfy0sF7lafrPzECip36tEbMDbP2p+mRtDJLtCEvwZ3UEdnXG21ySpTz0LFHQ0bHh8Grh1PmvJmUgitRAjKgisfasIz3AzjjF/MM8CX4vIyd5gE6UtnN6KmyO3vnALjTVMlAV/BZegBkFWro2DyE3L97fdaeizKXfVjHRbnfXvXgmdIEZDDBpeTjd7MY7QpwPOpkc1/84MEB3KmcCjSfaavRiZiLVZWBprXMNROEz9Kjhx/Gnfvq9m869lyS0fWhOaUaSAYcAzKYuICDt1AMk1Y1peSekG9zrf5I+bRKXsZypvY+3X5Ml8/Sc576Rauoe0whjj1uGx17zslc9uFXIwNSpuVOQy/q4bY74TYhWTnMefjRXdArc0NkS2byYNpqz+01wEk916CWRVlGy5yNyUuqjj09GR0fDvsleFUnACrVA9CaGBhQBaQs1/ttX0m0KwCX2yRJ6TD3eTALRZuc0vFYDDdIFcG69+uL/zLG6bQnl/bS12NOsJ7iUvBrmTV2qBMO+ZbbqqI69mjIXPZhxnZftvzihzHTUTn8lu2HxGlKGl8xfajnkOfnhc3oYPXxfHJmV8/Rzs31erM2Lbozsq6ey/Oxvk0FiZh3Gnku7qWv5zR9HQz83t+1oyAROyZy9GJij46Mjg+DtdJXFgliznFm3Ro31vPT3j3pYfbnCstfUwXIYSAoLHTnkBbLrbEBabkrbEBa7grbQ1ruCpshLXeFDUjLXfEHMifdOsftwPgAAAAASUVORK5CYII=)

OBSERVATION:

* FIFO order maintained: Alice → Bob → Charlie
* Adding orders: O(1)
* Serving orders: O(1)
* Using deque ensures efficient operations at both ends.